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**Module 06: Programming Assignment 06**

**Problem 1.a):**

Write python code for a recursive algorithm that will calculate the number of digits in the binary expansion/representation of a positive integer n. The logic of the recursive algorithm should be something like:

if n = 1, the answer is 1;

if n > 1, the answer is 1 more than the number of digits in the binary representation of n/2.

You might want to use the python function math.floor() in your code.

Your function should have only one input parameter – a positive integer n. It should return the number of digits using a return statement. There should be no print statements in the function.

Note: Your function is determining the number of digits in the binary expansion of n. It is not creating the binary expansion of n.

Be sure to include comments identifying the input and output for this algorithm, as well as comments explaining what is accomplished by the key steps of the algorithm.

Problem 1.a) Code

# will import math module to use the floor function

import math

def digits(n):

# Input: A positive integer "n"

# Output: Returns number of digits in the binary representation of n

# base case to return 1

if n == 1:

return 1

# 1 more than number of digits in binary representation

else:

return 1 + digits(math.floor(n/2))

print(digits(256))

print(digits(750))

Problem 1.b)

Run your code on the problem instances n = 256 and n = 750. Show me the output generated by having your main/driver code block call the function inside a print statement.

Problem 1.b) Output

9

10

Problem 1.c)

Create a recurrence relation that gives the work performed by the algorithm in the worst-case for a problem of size n. In your recurrence relation, count the number of recursive calls to the function as the fundamental unit of work. In your asymptotic analysis, you can assume that n is an integer power of 2.

T(n) = T(n/2) + 1, T(1) = 1

T(n) + T(n/2) + T(n/4) + T(n/8) + … + T(n) + log2(n)

= (2T(n) – 1) + log2(n)

**T(n) = 2T(n/2) + 1, T(1) = 1**

Problem 1.d)

Perform the asymptotic analysis with either the back-substitution method OR the master method to solve the recurrence relation and determine the algorithm’s asymptotic class Big-Oh.

T(n) = 2T(n/2) + 1 🡪 T(n) = aT(n/b) + f(n) 🡪 T(n) a \* T \* (n/b) + nd

a = 2, b = 2, d = 0 🡪 compare a to bd 🡪 2 > 20 = a > bd so T(n) = O(nlogba)

T(n) = O(nlogba) = O(nlog22) = O(n1) = O(n)

**T(n) = O(n)**

**Problem 2.a):**

Write python code for a recursive algorithm that will calculate the sum of the squares of the positive integers 1^2 + 2^2 + 3^2 + ... + n^2 when supplied with a positive integer n.

The logic of the recursive algorithm should be something like:

if n = 1, the answer is 1;

if n > 1, the answer is (the sum of the squares of the integers from 1 to n-1) + n^2

Do not find a closed form formula for the summation; make your algorithm do all the arithmetic. Your function should have only one input parameter – a positive integer n. It should return the sum of the squares using a return statement. There should be no print statements in the function.

Problem 2.a) Code

def square\_sums(n):

# Input: A positive integer "n"

# Output: Returns the sum of squares of all the integers going down to 1 from n

# base case to return 1

if n == 1:

return 1

# added n^2 to sum of squares for each n going down to base case

else:

return square\_sums(n-1) + n\*\*2

print(square\_sums(12))

print(square\_sums(20))

Problem 2.b)

Run your code on the problem instances n = 12 and n = 20. Show me the output generated by having your main/driver code block call the function inside a print statement.

Problem 2.b) Output

650

2870

Problem 2.c)

Create a recurrence relation that gives the work performed by the algorithm in the worst-case for a problem of size n. In your recurrence relation, count the number of recursive calls to the function as the fundamental unit of work.

Note: You are tracking the number of recursive calls, not the result of the calculation.

**T(n) = T(n-1) + 1, T(1) = 1**

Problem 2.d)

Use the back-substitution method to solve the recurrence relation.

T(n) = T(n-1) + 1

T(n) = T(n-2) + 2

T(n) = T(n-3) + 3

T(n) = T(n-k) + k

k = (n-1):

T(n) = T(1) + (n-1) = 1 + (n-1) = n, 🡪 T(n) = n

**T(n) = O(n)**